WEEK 7

**PROGRAM 1: IMPLEMENT STACK DATA STRUCTURE.**

**1. Push**

**2. Pop**

size=10

s=[0]\*(size+1)

top=0

def is\_empty():

if top==0:

return True

return False

def push(x):

global top

top=top+1

if top>size:

print("Stack over flow")

else:

s[top]=x

def pop():

global top

if is\_empty():

print("Stack under flow")

else:

top=top-1

return s[top+1]

if \_\_name\_\_=='\_\_main\_\_':

pop()

push(10)

push(20)

push(30)

push(40)

push(50)

push(60)

push(70)

push(80)

push(90)

push(100)

push(110)

print(s[1:size+1])

**OUTPUT:**
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**ALGORITHM:**

**STEP 1:** Declare and initialize the size of a stack

**STEP 2:** Define a function isempty() for checking whether the stack is empty or not

**STEP 3:** Define a function Push() for inserting elements into the stack

**STEP 4:** Define a function Pop() for deleting elements from the stack

**STEP 5:** Call the functions push() , pop() with values

**PROGRAM 2:**

**IMPLEMENT BRACKET MATCHING USING STACK**

def areBracketsBalanced(expr):

stack= []

for char in expr:

if char in ["(","{","["]:

stack.append(char)

else:

if not stack:

return False

current\_char = stack.pop()

if current\_char == '(':

if char !=")":

return False

if current\_char == '{':

if char !="}":

return False

if current\_char == '[':

if char !="]":

return False

if stack:

return False

return True

if \_\_name\_\_ == "\_\_main\_\_":

expr="{()} []"

if areBracketsBalanced(expr):

print("Balanced")

else:

print("Not Balanced")

**OUTPUT**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGUAAAAYCAYAAADjwDPQAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAABfaVRYdFNuaXBNZXRhZGF0YQAAAAAAeyJjbGlwUG9pbnRzIjpbeyJ4IjowLCJ5IjowfSx7IngiOjEwMSwieSI6MH0seyJ4IjoxMDEsInkiOjI0fSx7IngiOjAsInkiOjI0fV19bW857AAAAtFJREFUaEPtmbFu4kAQhn/uKUAiBdK111AFpDS8wdkiUuzqdOV1UbrjKAh0iDeIUtlIQfYLRKKJhFPR0EaiAAnewpn1rmGNjGOM7rQX7YdWeL2e9c7+M7OFSyEBjVJ8Ef8ahdCiKIgWRUG0KAqiRVEQLYqCaFEURIuiIJ9UlC3c6xJKJdZMuGtxWwGC+xLM8Vb00jlRlAAD5ui1S24LXgfJ/lH4Rg1eRTcX4n1S+8ghThnWU4gwnKEv7vxPFMgUg342Hk7a3HMw4KzYBlNbOYD1QFJ9bgqVL/PWwfw5ZWvWLsyUqN6OTepXYE+ATiMeL1hW2jXUxCUrBfG7WMubhcfs2DrNsStl5yAZAEf8Y3Af0+3k9zW74mYGxc6UagvmYpjcVLbgCw9mHNVUOupWJXK4fONRfwOnDfSDeNyDVRW2mfiwL4RTbP6RRcWJ0/gTz0WNsmg+ylNGs+18y6Zd5GOzXgfDeOMj/2zUd+sP4d2IlVAJr7zd7eckRZr3XBYmSBOz3disF93OpOBBTzX7tg77UYqH9RJ+707a6AZatID5Ms82ZSGXLxPexT7DEtFJG+ZPlljyoUwy7Xoz/L7kl7WvBvw3PrJ98ci//ZhM8NwBus39nA3qL5YkdIBpl9b/oyGezEdBUYjLn3AW039b31mGtn0smSgUub8sJM4bgz+VTVG7D9hXANGe9hl9KsVFoVe2vs8xHM15t1qD0ZVKGjk/pCgxr+KllVH7dmbmrKfwJgZqLBtZZqLOr4ngkSKeX2ZT0K58ZSb9k2AZ1WkcnD8RdP5REHkv3GeWoXnOFKbqCczCPoyQokzA+gjRdsIN6wZ99sFs1yh6kqyckKJSjMvzHEPMn2qzCemM2o0ZrkPP9smCcWjHWmx73G7jGiGVL/ZQxGH/0D/DjbyOoLMifUz2meZic8p2aegvjwpyRvnS/C20KAqiRVEQLYqCaFGUA3gHlFFZJkUvlbQAAAAASUVORK5CYII=)**

**ALGORITHM:**

**STEP 1:** Define a function areBracketBalanced()

**STEP 2**: Declare stack S

**STEP 3**: Now traverse the string expression using a pointer.if the current pointer is at the opening bracket ('(' or '{' or '[') then push it to stack S.else the current pointer is at closing bracket (')' or '}' or ']') then pop from the stack.

if the popped bracket is the matching opening bracket then brackets are valid else brackets are not valid.